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Project Motivation

There are two main objectives that we wish to accomplish with our mobile and wearable Android application Playlistr. Our first objective is to democratize control of the music­playing experience at casual hangouts, parties, and bars and cafes. Our second main objective is to collect sensor data from the surroundings, particularly of users’ physical movements and heart rate, in order to learn about users’ music listening preferences and to recommend music based on these perceived preferences. By focusing on these two objectives, we will explore many of the ideas that we have explored in class, such as “Ubiquitous Computing” and “Everyware”, and we will develop software for the latest Android devices, including Android smart watches and new Android mobile smartphones.

The “Background/Prior Work” section of this write-up provides a description as to why we want to democratize music selection in a group setting, and this section describes the research and ideas that our application will incorporate and how our application could potentially show proof for these various concepts. Broadly speaking, Playlistr will allow users to queue up songs from their own mobile devices to a central device, which would presumably be connected to speakers and would be playing music on a central playlist, at the event. In addition, we will provide additional features, such as voting and starring songs, in an effort to give users even more influence over the music. Initially, we thought that these key features could make for a great music application and potentially change the music-playing experience in various group settings. However, having been exposed to many papers concerning mobile computing in this course, we now believe that we can create a much better application. Playlistr is based, in part, on the ideas of Weiser and Greenfield and on one ubiquitous computing vision that we discussed in class, which envisions an environment that constantly adjusts based on peoples’ preferences, which are pulled from their smartphones, wearables, etc. When one first conceives an idea for an application that he or she thinks could solve a problem or fill some need, one might have the tendency to overestimate the extent to which new users would be willing to explicitly interact with the application in order to fill a need. In our case, we believe that we have identified a problem with music-playing in group settings, but we are no longer confident that a large number of users would be willing to frequently queue songs and have to press buttons to vote for songs on the central playlist. These features will still be very much a part of our application, as they will allow users who are willing to interact directly with our application to precisely share their music listening preferences with the group. However, we believe that there needs to be a way for more-passive users to be able to share their preferences with the group with very little effort on their part.

Let us consider the popular music application Pandora with its voting system, which requires users to physically press/click vote buttons in order to help the service better select music for the listener. Pandora's music selection algorithms are extremely sophisticated and, in our opinion, quite good at selecting music for users when they listen by themselves. However, we find it puzzling that the only way for users to relay their preferences to Pandora is for them to press voting buttons. We live in a world where "The Internet of Everything" is the latest phenomenon. There are many smart devices that determine users’ preferences passively, such as thermostats, notably Nest thermostats, which regulate temperature in homes by collecting data from the surrounding environment and analyzing patterns in this data to conform to users’ preferences and save them money on energy when they are not around. Our application develops Greenfield’s belief, “Surfaces, gestures, behaviors as we've seen, all have become fair game for technological intervention” and focuses on using peoples’ gestures and behaviors, in response to music, to gage their music-listening preferences. By using accelerometers to measure peoples’ varying levels of activity during songs and by collecting heart rate data, we will complement our more traditional, explicit, voting and queuing systems. Users will not have to press buttons to give their feedback on the music, but rather will need to just open up Playlistr at an event and allow it to collect data on how they respond to the music.

We believe that it is crucial to support Android wearables in addition to Android smartphones. We will need to rigorously test our application on both types of devices, in order to determine how accurately wearables and smartphones can collect sensor data. With wearables, we believe that we can collect accurate information on groups of users at particular events and potentially give better recommendations for songs to play in particular groups than those of services like Pandora or Rdio. In our opinion, some songs are better for parties, dancing, drinking, etc., and we do not believe that services like Pandora and Rdio, which rely on their push-button voting system, understand this as well as they could if they were to analyze the movements and vitals of their users. If time permits, we would like to use the sensor data that we collect to facilitate user interactions at events. This could involve something as simple as sending push notifications to two users whose activity levels are low and suggesting that they dance together. We are interested in exploring more possibilities for facilitating user interaction after we have the main functionality for our application working. Not only will we use sensors to collect information on a user’s reaction to music, but we will also rely on a user’s location to make it easy for users to learn about and join “SongRooms”, which hold a group’s collaborative playlist. In working on this application, we will learn more about the capabilities of current mobile technologies to collect sensor data, and we will create a music application that changes the way music is selected in group settings, making it easy for both active and passive listeners to have a say in what is played.

Background/Prior Work

At events where music is played, guests have limited control over song selection. This creates several problems. When a guest has a song request, he or she can plug their phone into the speaker system and annoy the entire party, pester the host or DJ into playing a song, or remain dissatisfied. None of these is an optimal event experience for anyone involved. Moreover, event­goers have no way of getting the playlist of the songs played at the party.

It is in everyone’s best interest to ensure that these problems are dealt with. If people are having suboptimal experiences at parties, bars, and other venues, they will be less inclined to spend more time and money there.

Playlistr gives the host of an event the ability to create a SongRoom, which will hold a central playlist that people can join as guests. When a host creates a SongRoom, he or she chooses one of his or her Spotify playlists, or an empty playlist, and this playlist becomes central to the party, allowing guests to add songs to it and vote for songs on it. The host will be given certain administrative privileges within the SongRoom, such as the ability to remove users from the SongRoom, the ability to remove songs from the playlist, and the ability to skip songs and play any songs, even if they are not on the playlist, whenever he or she chooses. The music will play on the host’s phone, which will presumably be connected to speakers.

Users will be able to queue songs from their Spotify playlists and song libraries. In addition, users will be able to see the song that is currently playing and those on the queue that will be played later. Finally, users will have many other capabilities, including the ability to vote on songs in the queue, so that they can give priority to songs that they want to hear most at these events. All of the features that have been described so far can be done on smartphones. There are even more features that will be available to users who own an Android smart watch. These users will be able to use their smartwatches as extensions of a smartphone application The smartwatch application that we will build will be a pared-down version of the smartphone app, with the exception of added functionality for collecting sensor information about its wearers, particularly heart rate data and motion data. To be clear, the Playlistr application that runs on Android smartwatches will support voting, will allow users to vote for songs on the main playlist, and will collect their movements and heart rate in order for the application to passively learn about their listening preferences. The application will process the sensor information it receives from users and make song predictions based on music that presumably caused an increase in physical activity, as measured with accelerometers and heart rate sensors. If time permits, we would like to use these data to facilitate user interaction in clever ways. In the motivation section, we said how this could be as simple as sending push notifications to two users whose activity levels are low and suggesting that they dance together. This application will give users with smartwatches the ability to influence the music that plays without having to necessarily vote for songs by pressing buttons.

Most of Playlistr’s competitors are really indirect competitors. Preexisting music services that people currently use to listen to music fall under this category. These services include iTunes, Pandora, Youtube, Soundcloud, and even Spotify. None of these services provides the ability to collaboratively manage a playlist during a party, but many people currently use some combination of these services to handle a party’s music. These services have very large user bases – virtually all music listeners use them today. In fact, the most significant challenge in getting party hosts to use our app will be to get them to change their behavior – using Playlistr will let hosts ensure that their guests have a better time by having a little more control over the music, without any extra mental overhead on the host’s part.

Each of these services also has special licensing agreements with different record labels–a significant barrier to entry for new services. By using Spotify’s API, we can ensure that users have access to all 30 million songs available on the platform. This is well within their terms of service, and since we incentivize people to join Spotify (by requiring them to login through Spotify O­Auth if they want to play songs or save songs), this is beneficial to their business, too.

Crowdcast, Sonos, and Spotify Connect are more-direct competitors. Crowdcast is an iOS app that attempts to accomplish a very similar task – collaborative playlist management. However, they approach it very differently from what we plan. They attempt to license their own music, which makes users responsible for paying for the rights to songs. The users must already own or purchase the songs on iTunes in order to queue them up in the collective playlist. This works for people with extensive iTunes collections, but many individuals now use streaming services in order to get their music. By using Spotify’s API, we provide access to all of their songs for free. Moreover, Crowdcast is only usable on iOS devices, and requires use of Bluetooth­enabled multi­peer connectivity. By the user specs, this is limited to eight devices, and so is not really applicable to larger groups.

Sonos is a Bluetooth­enabled speaker system that connects directly to phones. A phone connected via Bluetooth to the speakers will stream all audio directly to them. Only one person can connect to a Sonos speaker at any given time, but multiple people can have access to them. In this way, partygoers can switch control of the speakers between themselves. There is no central playlist for the Sonos speakers, though, so people not currently connected to the speakers have no way of influencing what music is played. Also, there could be other issues with having guests take control over music- playing, such as not being able to give one user, such as the host of the event, certain administrative abilities, or running into issues where a user takes over control of playing music and does not have good cell reception or does not have access to a good Wi-Fi network, which could cause interruptions in the music and a reduction in music quality. Moreover, the speakers are expensive and venues that have already invested in a sound system will likely not want to switch over to Sonos. Spotify Connect, on the other hand, supports a very similar use case, but does not require specific speakers. Rather, it requires only a music-playing device that can run the Spotify/Spotify Connect app. Spotify Connect can be a more affordable alternative to Sonos, but has the same issues, such as limiting control of the music to the individual who is currently paired with the device running the Spotify/Spotify Connect app and the potential problems with switching between users with different cellular providers and with different access to Wi-Fi networks.

Overall, this has been a broad overview of the various features of Playlistr and the competition the application will face. The application will be described in more detail in the following sections with the aid of various diagrams that should give the reader a better idea of the appearance of the application on the frontend and what the backend infrastructure will include.